Chapter 5. Array-Based Sequences

Contents:

1. Python序列类型

在本章节，我们主要探讨Python中的几种“序列”，分别为list(列表)，tuple(元组)以及str(字符串)。这几种数据结构有很多共同点：都支持如seq[k]这种形式的索引查询；都使用一个更底层的概念-“数组”，来表示序列。当然，这几种数据结构“类”的抽象化中也有很多不同之处，这些不同之处更多地隐藏在python内部类的实例之中。这几种数据结构类在Python之中被广泛使用，是我们今后构造复杂数据结构的基础，所以我们必须清楚地理解这些类的外部调用方式以及内部工作机制。

外部调用 – Public Behaviors

对于一个类的对外语义的恰当理解是一个合格的程序员必须要做到的。虽然在Python中对于列表、字符串以及元组的基本使用简单直接，但是对于这几个类的使用还是有几个重要的细微之处，我们必须要了解这些，比如对于序列的复制在底层是如何处理的，以及对于序列的切片操作是如何处理的。如果对于这些机制的了解只是浮于表面，那么在实际使用中，很容易造成代码上的错误。因此，在此书中，我们建立了精确而形象的模型来解释这些类。这些图形会更好的帮助我们掌握对于这些类的更高级的使用，比如说使用嵌套列表来构造多维数组。

实现细节 – Implementation Details

对于这些类的内部实现机制过多关注看起来有违面向对象的原则。在2.1.2章节中，我们着重强调了“封装”这个概念，也就是作为类的使用者不必了解这个类的内部实现细节。如果我们只是要编写正确合法的代码，那么我们只需要了解一个类的外部接口则足以；但是如果我们要提高程序的效率，我们就必须深入了解这个类的内部组件是如何工作的。

渐进分析和实验分析 – Asymptotic and Experimental Analysis

我们将使用在第3章中提到的渐进分析来描述Python中各种序列数据类型中各种操作的运行效率。同样，我们会进行实验来证明理论上的渐进分析的正确性。

1. 底层数组

为了准确地描述Python中的序列数据类型，我们首先需要了解底层的计算机体系结构。计算机的内存是由含有信息的比特位组成的，而在不同的计算机体系结构下，比特又被分为更大的存储单元。通常来讲由8个比特组成一个字节（bytes）。

一个计算机系统的内存通常由大量的字节来组成，
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